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**An OpenGL program to draw a line using Brasenham line drawing algorithm**

**Code:**

#*include <GL/glut.h>*

#*include <stdio.h>*

int x1, y1, x2, y2;

void myInit()

{

    glClear(GL\_COLOR\_BUFFER\_BIT);

    glClearColor(0.0, 0.0, 0.0, 1.0);

    glMatrixMode(GL\_PROJECTION);

    gluOrtho2D(0, 500, 0, 500);

}

void draw\_pixel(int x, int y)

{

    glBegin(GL\_POINTS);

    glVertex2i(x, y);

    glEnd();

}

void draw\_line(int x1, int x2, int y1, int y2) {

    int dx, dy, i, e;

    int incx, incy, inc1, inc2;

    int x, y;

    dx = x2 - x1;

    dy = y2 - y1;

    if (dx < 0) dx = -dx;

    if (dy < 0) dy = -dy;

    incx = 1;

    if (x2 < x1) incx = -1;

    incy = 1;

    if (y2 < y1) incy = -1;

    x = x1; y = y1;

    if (dx > dy) {

        draw\_pixel(x, y);

        e = 2 \* dy - dx;

        inc1 = 2 \* (dy - dx);

        inc2 = 2 \* dy;

        for (i = 0; i < dx; i++)

        {

            if (e >= 0)

            {

                y += incy;

                e += inc1;

            }

            else

                e += inc2;

            x += incx;

            draw\_pixel(x, y);

        }

    }

    else

    {

        draw\_pixel(x, y);

        e = 2 \* dx - dy;

        inc1 = 2 \* (dx - dy);

        inc2 = 2 \* dx;

        for (i = 0; i < dy; i++)

        {

            if (e >= 0)

            {

                x += incx;

                e += inc1;

            }

            else

                e += inc2;

            y += incy;

            draw\_pixel(x, y);

        }

    }

}

void myDisplay()

{

    draw\_line(x1, x2, y1, y2);

    glFlush();

}

int main(int argc, char \*\*argv)

{

    printf("Enter (x1, y1, x2, y2)\n");

    scanf("%d %d %d %d", &x1, &y1, &x2, &y2);

    glutInit(&argc, argv);

    glutInitDisplayMode(GLUT\_SINGLE | GLUT\_RGB);

    glutInitWindowSize(500, 500);

    glutInitWindowPosition(0, 0);

    glutCreateWindow("Bresenham's Line Drawing");

    myInit();

    glutDisplayFunc(myDisplay);

    glutMainLoop();

}

**Output**:

|  |  |
| --- | --- |
|  |  |

**Graph**:

**Discussion**:

The Bresenham method chooses the best pixel at each step to build a straight line between two endpoints. Instead of floating-point arithmetic, it considers line slope and makes judgments using integer values. The graph shows line drawing coordinates. The x-axis is horizontal and the y-axis vertical. Labels show line beginnings and ends. The implementation of Bresenham's line drawing algorithm shows its precision and low processing cost. Computer graphics requires knowledge and use of such techniques for rendering and picture processing.